**Week 4**

**Create a Spring Web Project using Maven**

**Program:**

package com.cognizant.springlearn;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

@SpringBootApplication

public class SpringLearnApplication {

private static final Logger LOGGER = LoggerFactory.getLogger(SpringLearnApplication.class);

public static void main(String[] args) {

SpringApplication.run(SpringLearnApplication.class, args);

LOGGER.info("SpringLearnApplication started successfully");

}

}

**Spring Core – Load Country from Spring Configuration XML**

**Program:**

package com.cognizant.springlearn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class Country {

private static final Logger LOGGER = LoggerFactory.getLogger(Country.class);

private String code;

private String name;

public Country() {

LOGGER.debug("Inside Country Constructor");

}

public String getCode() {

LOGGER.debug("Getting Code");

return code;

}

public void setCode(String code) {

LOGGER.debug("Setting Code");

this.code = code;

}

public String getName() {

LOGGER.debug("Getting Name");

return name;

}

public void setName(String name) {

LOGGER.debug("Setting Name");

this.name = name;

}

@Override

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

**SpringLearnApplication.java**

package com.cognizant.springlearn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class SpringLearnApplication {

private static final Logger LOGGER = LoggerFactory.getLogger(SpringLearnApplication.class);

public static void main(String[] args) {

LOGGER.info("START");

displayCountry();

LOGGER.info("END");

}

public static void displayCountry() {

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

Country country = context.getBean("country", Country.class);

LOGGER.debug("Country : {}", country);

}

}

**Output:**

![](data:image/png;base64,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)

**Hello World RESTful Web Service**

**Program:**

package com.cognizant.spring\_learn.controller;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class HelloController {

private static final Logger LOGGER = LoggerFactory.getLogger(HelloController.class);

@GetMapping("/hello")

public String sayHello() {

LOGGER.info("START: sayHello()");

String response = "Hello World!!";

LOGGER.info("END: sayHello()");

return response;

}

}

**REST - Country Web Service**

**Program:**

package com.cognizant.spring\_learn.model;

public class Country {

private String code;

private String name;

public String getCode() {

return code;

}

public void setCode(String code) {

this.code = code;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

**CountryController**

package com.cognizant.spring\_learn.controller;

import com.cognizant.spring\_learn.model.Country;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@RequestMapping("/country")

public Country getCountryIndia() {

LOGGER.info("START: getCountryIndia()");

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

Country country = (Country) context.getBean("in");

LOGGER.info("END: getCountryIndia()");

return country;

}

}

**REST - Get country based on country code**

**Service Class:**

package com.cognizant.spring\_learn.service;

import com.cognizant.spring\_learn.model.Country;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class CountryService {

public Country getCountry(String code) {

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

List<Country> countryList = context.getBean("countryList", List.class);

return countryList.stream()

.filter(country -> country.getCode().equalsIgnoreCase(code))

.findFirst()

.orElse(null); // Or throw an exception if not found

}

}

**Controller Class**

package com.cognizant.spring\_learn.controller;

import com.cognizant.spring\_learn.model.Country;

import com.cognizant.spring\_learn.service.CountryService;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@Autowired

private CountryService countryService;

@GetMapping("/countries/{code}")

public Country getCountry(@PathVariable String code) {

LOGGER.info("START: getCountry() with code: {}", code);

Country country = countryService.getCountry(code);

LOGGER.info("END: getCountry()");

return country;

}

}

**Create authentication service that returns JWT**

**Program:**

package com.example.demo.config;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

import org.springframework.security.config.annotation.web.builders.HttpSecurity;

import org.springframework.security.web.SecurityFilterChain;

@Configuration

public class SecurityConfig {

@Bean

public SecurityFilterChain filterChain(HttpSecurity http) throws Exception {

http

.csrf().disable()

.authorizeHttpRequests()

.requestMatchers("/authenticate").authenticated()

.anyRequest().permitAll()

.and()

.httpBasic();

return http.build();

}

}

**JwtUtil.java**

package com.example.demo.util;

import io.jsonwebtoken.Jwts;

import io.jsonwebtoken.SignatureAlgorithm;

import org.springframework.stereotype.Component;

import java.util.Date;

@Component

public class JwtUtil {

private String secret = "secret123"; // Use env/secure in real apps

public String generateToken(String username) {

return Jwts.builder()

.setSubject(username)

.setIssuedAt(new Date(System.currentTimeMillis()))

.setExpiration(new Date(System.currentTimeMillis() + 10 \* 60 \* 1000)) // 10 mins

.signWith(SignatureAlgorithm.HS256, secret)

.compact();

}

}

**AuthController.java**

package com.example.demo.controller;

import com.example.demo.util.JwtUtil;

import jakarta.servlet.http.HttpServletRequest;

import org.apache.tomcat.util.codec.binary.Base64;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

@RestController

public class AuthController {

@Autowired

private JwtUtil jwtUtil;

@RequestMapping("/authenticate")

public TokenResponse authenticate(HttpServletRequest request) {

String authHeader = request.getHeader("Authorization");

if (authHeader == null || !authHeader.startsWith("Basic ")) {

throw new RuntimeException("Missing or invalid Authorization header");

}

String base64Credentials = authHeader.substring("Basic ".length());

byte[] credDecoded = Base64.decodeBase64(base64Credentials);

String credentials = new String(credDecoded);

final String[] values = credentials.split(":", 2);

String username = values[0];

String password = values[1];

if (username.equals("user") && password.equals("pwd")) {

String token = jwtUtil.generateToken(username);

return new TokenResponse(token);

} else {

throw new RuntimeException("Invalid credentials");

}

}

static class TokenResponse {

private String token;

public TokenResponse(String token) {

this.token = token;

}

public String getToken() {

return token;

}

public void setToken(String token) {

this.token = token;

}

}

}